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Abstract

We perform both in-sample and out-of-sample empirical analyses to model and predict the

volatility of the SP500. The in-sample analysis helps us determine the model parameters,

while the out-of-sample analysis assesses the model’s accuracy. We evaluate the model’s

performance on both datasets using metrics such as MSE, RMSE, and MAE. The best-

performing model is then employed to make forecasts, which aids in devising a strategy

to capture the mean-reverting behavior of daily realized volatility. The in-sample dataset

consists of 20,282 daily observations from 04/01/1928 to 09/10/2008, with the last 3,579

observations reserved as a validation set for the model. The out-of-sample dataset encom-

passes 3,580 daily observations spanning from 10/10/2008 to 29/12/2022. Our empirical

findings suggest that machine learning models excel in predicting realized volatility for both

the training and validation sets, primarily because of their capability to detect nonlinearity

in the data.

Keywords: realized volatility, GARCH models, RNN models, stock market volatility.
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1 INTRODUCTION

1 Introduction

One of the most studied and used topics in the financial literature is volatility. Its use

is extremely widespread and is considered in multiple contexts: risk management; asset

allocation and portfolio optimisation; pricing derivatives and options and trading decisions

are just a few of the myriad fields in which the study and analysis of volatility is fundamental.

First, it is important to point out that volatility is one of the main inputs used in the

creation of portfolios. Forecasting the volatility of assets in a portfolio becomes crucial for

assessing investment risk. Another key area in which volatility is one of the parameters that

most heavily scrutinise is option pricing: markets, indeed, use volatility to price options.

Another important area in which volatility is used is in all risk management activities. Since

1996 with the conclusion of the Basel Accords, volatility and its forecasting have assumed

a fundamental role for all financial institutions worldwide. Hence the indispensability that

market volatility has on the economy in general and the repercussions it can have as a

whole. Policy makers often use market volatility as a barometer to determine whether the

economy is vulnerable and in danger.

Given these factors, the importance of predicting volatility naturally arises. Despite

the of extensive existence literature and various proposed models, there has been a recent

increase in the utilization of machine learning techniques across diverse industries. Therefore,

the objective of this thesis is to establish a connection between traditional financial literature

and machine learning models in the context of volatility forecasting.

In the second part, we will provide the reader with an overview of volatility along with

some stylised facts about the S&P 500 index, providing both descriptive statistics and

evidence of the index under investigation, the ultimate goal of which will be to predict

realized volatility. The third and fourth parts will examine the hypotheses that this work

will attempt to prove together with a description of the models that will be implemented

in the last part.

In order to understand the main object of our analysis, we have to define what realized

volatility is. It refers to the measure of actual price movement of an asset over a specified

period of time. Unlike implied volatility, which forecasts future volatility based on prices

of options and is derived from theoretical models, realized volatility is calculated directly

from historical price data.

Mathematically, realized volatility can often be calculated using the standard deviation

of logarithmic returns. For a daily realized volatility, you’d look at the daily returns over a

given period and compute the standard deviation of those returns.

In the context of financial markets, tracking realized volatility is essential for portfolio

management, risk management, and derivative pricing ad mentioned before.

Ultimately, this work wants to to understand which of the models that will be im-

plemented later is best suited to analysing and forecasting realised volatility itself.The
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1 INTRODUCTION

literature has shown that market volatility is predictable and time varying (Schwert and

Seguin 1990 and French et al. 1987).

In some of the early work on volatility, Hsieh 1991 explores the attractiveness of chaotic

dynamics is its ability to generate large movements which appear to be random providing

one of the first estimate of the daily return constructed from a dataset of intra - day S&P500

returns not exploring the relation with the concept of quadratic variation. Moreover, Zhou

1996, utilizing high-frequency data, noted that it offers benefit of estimating volatility, as it

enables its prediction for any desired time period promptly. The frequency of the sampling

can affect the autocorrelation of the data. He also proposes a method to correct the bias

created. Furthermore, Andersen et al. 2003 documented the impact on volatility of shocks

due to macroeconomic news announcement, and the long - run dependence in RV time

series. Finally, Barndorff-Nielsen and Shephard 2001 provided one of the first empirical

analysis of realized volatility using non-Gaussian processes of Ornstein-Uhlenbeck type

which offer the possibility of capturing important distributional deviations from Gaussianity

and for flexible modelling of dependence structures.

RV became the benchmark against which every forecasting model would be compared.

Andersen and Bollerslev 1998 highlighted this importance even further, which would later

be taken up by Andersen et al. 2004. So far, the focus has been on realised volatility and

how ARCH class models can be used to predict volatility itself. Several studies, however,

have attempted different approaches to ARCH models in order to increase predictive power.

Ghysels et al. 2006 moves away from the aforementioned models by implanting Mixed

Data Sampling (MIDAS) regressions using combinations of estimated volatility measures

with different time horizons and time frames. The MIDAS regression framework provides

a means of examining whether the use of high-frequency data will inevitably result in

improved volatility forecasts over different time intervals, offering a high degree of flexibility

in estimating the forecast of volatility. Engle and Gallo 2006, instead, implemented a

multivariate extension of the multiplicative error model in order to predict multistep

volatility. Subsequently, some of the literature focused on trying to understand if and how

volatility was plagued by jumps and how to detect them: Andersen et al. 2007 showed how

separating the diffusive component and the estimation of the jump half of the Quadratic

Variation improves the prediction performance of the model.

One of the main features of volatility is its temporal dependence. In Andersen and

Bollerslev 1997, the authors documented how the correlogram for the RV series exhibit a

distinct hyperbolic decay from an integrated fractional process. By taking into consideration

the long memory dependence of the volatility can improve the forecasting (Corsi 2009) as

in Deo et al. 2006 where the author proposes a model to accommodate the behavior of the

Realized Volatility using a regression to forecast the k - step ahead quadratic variation

using simple OLS estimation using the coefficients to forecast out of sample volatility.

Hand in hand with the development of econometric models, in recent years the economics

9



1 INTRODUCTION

literature has given increasingly more space to machine learning models (especially deep

learning) with the aim of finding models that could better capture the non-linearity of

volatility relationships. Hochreiter and Schmidhuber 1997 introduced a particular and

innovative typology of Recurrent Neural Network which is successful in detecting long-term

dependencies in the data called Long Short Term Memory (LSTM). LSTM models do

not always improve forecasts compared to classical econometric models. Assaf et al. 2022

demonstrates that employing a single feature LSTM for predicting future realized volatility

achieves comparable accuracy to GARCH models. Additionally, the results highlight that

a stacked LSTM, configured with a multivariate input encompassing multiple assets and

a lagging period exceeding one day, significantly enhances volatility prediction accuracy.

The stacked multivariate LSTM architecture effectively captures intricate patterns within

the time series data of asset prices, offering a superior alternative to statistical models for

volatility modeling and prediction. Notably, the proposed multivariate LSTM architecture

demonstrates faster and more accurate daily volatility modeling, making it particularly suit-

able for intra-day modeling, especially in high-frequency trading environments. Fjellström

2022 used a LSTM to predict stock price on the Stockholm OMX30: the LSTM ensemble

yields improved average daily returns and greater cumulative returns over time. Further-

more, the LSTM portfolio demonstrates lower volatility, resulting in higher risk-return

ratios.

In addition to LSTM models, other Deep Learning models that have been considered in

the literature are models called Convolutional Neural Network (CNN). Aradi et al. 2020

revealed that deep learning techniques can effectively leverage the increased volume of data,

resulting in improved outcomes for both value and direction forecasts. Furthermore, various

measures assessing the quality of predictions also indicated the superior performance of

deep learning models. These findings suggest that the broad nature of stock prices enables

data expansion, which, in turn, empowers deep learning methods to surpass traditional

time series models in the realm of financial forecasting, particularly in short-term scenarios.

Moreover, Lu et al. 2021 implemented a CNN-BiLSTM-AM method which consists of

convolutional neural networks (CNN), bi-directional short-term memory (BiLSTM) and

attention mechanism (AM). CNN is used to extrapolate features from the input data;

BiLSTM uses the extracted characteristics to predict the next day’s closing price of the

stock and AM is used to capture the influence of feature states on the closing price of the

stock at different times in the past to improve the accuracy of the prediction. Vidal and

Kristjanpoller 2020, instead, implemented a CNN-LSTM hybrid model on the gold volatility

which, compared to normal GARCH and LSTM models, improves volatility forecast. the

author also implemented a Model Confidence Set (MCS) which determines a significant

improvement in the prediction of the previous model. Basing on the theoretical foundations

outlined above, I formulate the following hypothesis:

H1 Machine learning models will have a better forecast than traditional econometrics due

10
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to their better ability to capture the non-linearity of data.

H2 By leveraging the forecasted value from the optimal model, we might be able to devise

a strategy that surpasses the performance of the S&P 500.

Fleming et al. 2003 showed that using volatility - timing investment decisions, yields

substantial economic benefit and that a risk adverse investor is willing to pay 50 to 200

basis points annually to change from a daily - return - based estimate of the conditional

variance - covariance matrix to one based on realised volatility. Moreover, Xiong et al. 2022,

analyzing the crash risk of factors in Chinese market, built three target volatility strategies

finding that using a dynamic target volatility strategy can improve the performance of most

US factor portfolios.

11
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2 Data

2.1 Theoretical Framework and previous work

Going forward with the discussion of the topic, we now proceed with the second section

of the work: outlining the theorethical framework and the previous works on the matter.

In order to understand the theoretical framework of our work, it’s important to highlight

what is a random variable. A random variable is a measurable function X: Ω− > E from a

probability space Ω as a set of possible outcome to a measurable space E. The probability

that X takes on a value in a measurable set S ⊆ E is written as the following:

P (X ∈ S) = P ({ω ∈ Ω|X(ω) ∈ S})

In many cases, the random variable X is real - valued (i.e. E = R. When the image of X is

countable, we can define a discrete random variable; on the other hand, the image is

uncountably infinite and the random variable is continuous. In our analysis, the main focus

will be on the first and second moment of the distribution.

The broad availability of data on time series on financial data has led to a widely spread

literature on the forecastability of volatility. Before analysing the current state of the

literature, we must distinguish what is the variance (and consequently volatility). The

population variance is the defined in the following way:

E[rt − E(rt)]2 = E[r2t ]− E[rt]2, (1)

where E[rt] is the first and E[r2t ] is the second moment of the distribution of the random

variable rt. The volatility, financially speaking, is the standard deviation of the returns in a

given time horizon and can be used a measure of risk of an asset. Unfortunately, it can be

observed but can be measured ex - post. One way to capture it, is with the Equation (2):

σ̂ =
1

T

√√√√ T∑
t=1

(rt − µ)2, (2)

where rt is the return and µ its mean over a period T. It measures the dispersion of the

returns across the mean.

Computing historical variance (and volatility), we need to estimate the mean return of

the sample. Even if the sample estimator is unbiased, the estimate of the mean return could

be noisy. Even increasing the sample size, if a security experiences a downtrend in its return,

it conflicts with the non-negativity assumption on ex-ante expected return. Assuming the

mean return to zero, we can refer to this type of volatility as realized volatility.

To understand the basic rationale behind the realized volatility approach, we need to

12
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define a simplified setting with continuously compounded return driven by a simple time -

invariant Browian motion:

ds(t) = αdt+ σdW (t), 0 ≤ t ≤ T, (3)

where α and σ denote the constant drift and diffusion coefficients scaled to the unit time

interval. Generalizing the framework, we can define a continuos - time diffusive framework

without price jump and frictionless where the asset’s logarithmic price process s is a

semimartingale:

ds(t) = µ(t)dt+ σdW (t), 0 ≤ t ≤ T, (4)

where W is a standard Brownian motion process, µ(t) and σ(t) are predictable process, µ(t)

is of finite variation while σ(t) is square integrable and strictly positive. The continuosly

compounded return over a period of time t-k to t, 0 ¡ k ≤ t is:

r(t, k) = s(t)− s(t− k) =

∫ t

t−k

µ(τ)dτ +

∫ t

t−k

σ(τ)dWτ, (5)

and its quadratic variation is:

QV(t, k) =

∫ t

t−k

σ(τ)dτ, (6)

Equation (6) evidences that the innovations to the mean component µ(t) do not affect

sample path variation of the return. The return quadratic variation can be approximated

arbitrarily well by the cumulative squared return process. Given the following partition:

{t− k + j
n
, j = 1, ..., n ∗ k} on the [t - k, t] interval. Then, the realiazed volatility of the

logarithmic price process is :

RV(t, k, n) =
n∗k∑
j=1

r

(
t− k +

j

n
,
1

n

)2

(7)

Semimartingale theory ensures realized volatility measure converges in probability to

quadratic variation (Equation (6)) as the sampling frequency n increases:

RV(t, k, n)
p−→ QV(t, k) as n −→ ∞ (8)

The formal connection between realized volatility measured on high - frequency returns

and quadratic variation was developed by Andersen and Bollerslev 1997 as they explored

the empirical properties of return volatility. The distributional results can be generalized

as n → ∞ in the following equation:

13
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√
n ∗ k

(
RV(t, k, n)−QV(t, k)√

2IQ(t, k)

)
p−→ N(0, 1) (9)

where IQ (t,k) =
∫ t

t−k
σ4(τ)dτ is the integrated quarticity and IQ as independent from the

Gaussian ditribution as shown in Barndorff-Nielsen and Shephard 2002.

Many of the work based on the prediction of the realized volatility used high - frequency

data, by exploiting the asymptotic properties of it, to predict next realized volatility.

Our analysis would consider closing price of the S&P500 instead of considering intra day

observation. Generally speaking, the standard deviation of returns is defined in the following

way:

σ2
n =

∑n
t=1(rt − r̂)2

n− 1
, (10)

where r2i,t is the i- th daily logarithmic return in a day t. Equation (5) is the most

common volatility proxy (As in the book of Brooks 2014). Assuming r̂ to be zero, the

Equation (5) can be written as the following:

σ2
n =

∑n
t=1(rt)

2

n− 1
, (11)

In our analysis, the main object of interest would be the realized volatility of one day

which can be calculated with the following equation:

σn =
√
r2t , (12)

with this approach, we square the log return of the index in that day and then take the

square root since this method is a widely spread and used in the literature.

2.2 Data download and features

The data, which will be used with the objective of forecasting realised volatility, were

downloaded from Wharton Research Data Server (WRDS) and from Yahoo Finance using

the library yfinance. The analysis would be conducted about the SP500 Index starting

from 31 december 1927 to 31 december 2022. We downloaded 23937 daily observations of

prices of the index.

We construct the daily returns in the following way:

Rt =
Pt − Pt−1 +Divt

Pt−1

, (13)

The log returns are constructed as the following:

rt = log(
Pt +Dt

Pt−1

), (14)

14
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where rt is the daily return, Pt is the price at day t and Pt−1 is the price at day t− 1 of the

previous day. In figure 1 it’s reported the closing price for the SP500. In figure 2, we plot

the returns time series for both log return and return with their empirical distribution. To

give a better comprehension of the returns, we plot also the return in the last 3 years in

figure 3. We can evince from the figure 3 and from the distribution of the returns that the

last 3 years have seen lower extreme events since the tails have lower peak.

Figure 1: Closing Price of the SP500 on daily base.

(a) Returns on SP500. (b) Empirical dist. of ret on SP500.

(c) Log Returns. (d) Empirical dist. of log ret on SP500.

Figure 2: In Figure 2 are reported the values of returns and log returns and their empirical
distribution derived from data. The empirical distributions are compared to the normal
distribution (in black)
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(a) Returns on SP500. (b) Empirical dist. of returns on SP500.

(c) Log Returns. (d) Empirical dist. of log ret. on SP500.

Figure 3: In Figure 3 are reported the values of returns and log returns and their empirical
distribution derived from data. The empirical distributions of the last 3 years are compared
to the normal distribution (in black).

Numerous studies have highlighted many evidence regarding the volatility. The baseline

assumption to model returns and to try to predict them is to assume the returns are

normally distributed. From Figure 2 and 3 and from the descriptive statistics, comparing

the empirical distribution with the normal density function, the actual return distribution

has fatter tails and negative skewness meaning that large moves tend to occur more

frequently than expected. The presence of fatter tails is even more evident from QQ Plot

in figure 4.

In the Figure 5 and 6 are reported the correlation plot of 20 lags of daily and monthly

returns and their absolute values. The main goal of many model was to predict the next

period/one step ahead return for one particular asset or index. The empirical evidence,

widely expressed in the literature, shows that returns cannot be predicted by only looking

at their past values. Many researchers, as Fama et al. 1969, founded lack of predictability

using past returns as independent variable with weak results. Instead, absolute returns

are more likely to captured. There’s strong evidence that absolute and square returns

are serial dependent suggesting that the scale of returns changes in time. Daily returns

show little autocorrelation which goes to zero after lag 1. Monthly returns show higher

autocorrelation. Monthly returns dependency decays slowly over time as the absolute values

(Corr(|Rt+1|, |Rt+1−τ |) > 0 shows the same effect as Corr(R2
t+1, R

2
t+1−τ ) > 0).

The possibility to be able to predict next period’s return with the previous return (at

least in magnitude), is reflected also in volatility and as the name of volatility clustering. As

can be seen graphically, there’s presence of long period of high/low volatility. As mentioned

16
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Figure 4: In Figure 4 is reported the QQ - Plot of the distribution of the empirical data of
return.

before, the autocorrelation of returns is insignificant at different lags. Mandelbrot 1971

exploits how the activity of arbitrageurs can be linked to the spectral whiteness of the

returns as in figure 6.

(a) Autocorrelation of returns on
SP500.

(b) Autocorrelation of absolute return
on SP500

Figure 5: In Figure 5 is reported the correlogram of the daily returns and the absolute value
of daily returns in order to understand the stationarity and the decay of the autocorrelation.
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(a) Autocorrelation of returns on
SP500.

(b) Autocorrelation of absolute return
on SP500

Figure 6: In Figure 6 is reported the correlogram of the monthly returns and the absolute
value of monthly returns in order to understand the stationarity and the decay of the
autocorrelation.

2.3 Evidence from studying volatility: the SP500

Time-series forecasting models are used to predict future values based on past observations.

In the context of volatility forecasting, the ”future” data refers to the volatility of a specific

time period that is obtained by shifting the current volatility backward by a certain number

of lag periods.

In our analysis, we consider a shift of 1 day ahead to forecast the realized volatility of

the next day. This shift is essential to facilitate the training and usage of machine learning

models. By shifting the variable, we enable the model to learn from historical data and

make predictions for future volatility based on past patterns.

By incorporating the lagged volatility as the target variable, we can train forecasting

models to learn the relationship between past volatility patterns and their corresponding

future values. This enables the models to make predictions about future volatility based on

historical information.

(a) Future and Current daily RV. (b) Future and Current daily RV.

Figure 7: In Figure 7 is reported the volatility object of our analysis. The shifting of the
volatility would be used into machine learning model to create the target variable as the n -
steps ahead of the volatility.

Volatility is highly skewed to the right as could be seen in figure 10 with more period of
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high volatility respect the one expected from the normal distribution.

(a) Distribution of volatility.

Figure 8: In Figure 8 is reported the volatility object of our analysis.

2.4 Descriptive statistics

Below there are a series of summary statistics to try to begin to better understand the

context in which our models will operate.

Open High Low Close returns log returns RV

count 23862.00 23862.00 23862.00 23862.00 23862.00 23862.00 23862.00

mean 564.17 587.75 580.52 584.36 0.03 0.001 0.007

std 938.620 932.73 921.51 927.48 1.20 0.012 0.009

min 0.000 4.40 4.40 4.40 -20.47 -0.23 0.000

25% 9.52 24.51 24.51 24.51 -0.46 -0.01 0.002

50% 40.77 102.21 100.62 101.45 0.048 0.00 0.005

75% 960.32 970.68 950.87 960.46 0.55 0.005 0.008

max 4804.51 4818.62 4780.04 4796.56 16.61 0.154 0.009

Table 1: Descriptive statistics of the data.

In Table 1, there are some summary statistics for opening and closing market prices

and low and high prices are given. Returns and log returns of the SP500 are also shown.

In the Table 1 is reported the Realized Volatility of 1 day.

2.5 Testing normality of return

Due to the non-normal nature of financial returns evident in the previous exhibit, it is crucial

to perform statistical tests to examine the validity of the assumption of non-normality. One

commonly used test for assessing the normality of data is the Kolmogorov-Smirnov test,

originally introduced by Massey 1951. This test quantifies the statistical difference between

the empirical distribution of the data and a theoretical distribution. However, due to its

limited power, an alternative test called the Jarque-Bera test, introduced by Jarque and

19



2 DATA

Bera 1987, can be employed to assess the distribution’s departure from normality. The

Jarque-Bera test considers the third and fourth moments of the distribution and can detect

deviations from a normal Gaussian distribution. Additionally, another test that can be

utilized is the Shapiro-Wilk test, proposed by Shapiro and Shapiro and Wilk 1965, which

examines the match between the sample distribution’s skewness, kurtosis, and those of a

normal distribution.

The (KS) test is a nonparametric test to quantify the distance between the empirical

distribution function of the financial data and the cumulative distribution function of a

reference distribution which is the one test. The KS tests the null that empirical and

hypothesized distributions have the same cumulative distribution function against the

alternative that they do not, using a statistic represented by the maximum difference

in absolute value between the empirical cumulative distribution function Ŝ(x) and the

theoretical one Sn(x):

D∗ = max
x

(|Ŝ(x)− Sn(x)|).

From the above formula, can be seen that, if the above difference between the empirical

and theoretical cumulative distribution functions tends to zero, there is no significant

evidence against the null hypothesis of normality of the data. Another approach to evaluate

whether a sample follows a normal distribution is the Shapiro-Wilk test.

This test, as the previous one, exploits the normality of the data. The test is obtained

as the ratio between a linear combination of the sample order statistics and the usual

symmetric estimate of the variance. The test statistic used in the Shapiro-Wilk test is

defined as:

W =
R4σ̂2

C2S2
=

∑n
i=1(aiyi)

2∑n
i=1(yi − ŷ)2

.

where R2 = m′V −1m, C2 = m′V −1V −1m, S2 =
∑n

1 (yi − ŷ)2, σ̂ = m′V −1y
m′V −1m

and a′ =

(a1, a2, ..., an) =
m′V −1

(m′V −1V −1m)
1
2
. Moreover, we can define m′ as a vector of expected values

of standard normal order statistics, V = vi,j is the corresponding nxn covariance matrix.

Last but not least is the Jarque-Bera test. The idea behind the test is to infer if

the skewness and kurtosis of the empirical sample can be brought back from a normal

distribution. The test is defined in the following way:

JB =
n

6
(s2 +

1

4
(k − 3)2)

where n is the sample size, s is the skewness and k the kurtosis. Intuitively, higher value

of skewness and kurtosis increases the value of the statistics. This ensure the possibility to

capture any distortion of the empirical distribution within the theoretical one. Higher is

the value of the statistics, higher the critical value and H0 is rejected.
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Test Statistic P-value

Jarque-Bera 2481.44 0.00

Kolmogorov-Smirnov 0.45 0.00

Shapiro-Wilk 0.98 0.00

Table 2: Summary of statistical tests

The p - value of all the tests is 0 we can reject the null hypothesis of normality of the

data as evident even from the graph above.
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3 Methodology

In the subsequent section, we will present the theoretical framework that will serve as the

foundation for the subsequent code implementation. The analysis will employ two distinct

frameworks: econometric models and machine learning models. For the econometric models

would be taking into consideration the GARCH classes with variant (GJR - GARCH, E

- GARCH). Instead, for the machine learning model would be taking into consideration

Recurrent Neural Network (RNN), Long Short Term Memory (LSTM) and other typology

of Neural Network as Convolutional Neural Network

In the results’ section would be implemented the models and also particular variation

of them aiming to check which model has a better perform compared to the other.

3.1 GARCH Model

The ARCH model differs from conditional time series models by accounting for the changing

variance of the error terms over time. Unlike models with a constant unconditional

variance, the ARCH model explicitly acknowledges the distinction between unconditional

and conditional variance. This allows the conditional variance to vary based on past errors.

The main issue with ARCH is that setting long lags might lead to negative coefficients which

collid with the assumption of positivity of the variance. Bollerslev 1987 introduced a new

type of model called Generalized Autoregressive Conditional Heteroskedasticity (GARCH)

which allows for both longer memory and flexible lag structure since it is a generalization

of the ARCH introducing an autoregressive component in the variance term allowing the

ith conditional variance to be function of the past conditional variances.

In our analysis, we can define a stationary time series {rt}Tt=1 with E[rt] = µ and

Var[rt] = σ2 not time varying. The empirical evidence suggests that the scale of return to

log return implies that the variance is time-varying. Therefore, we can define the conditional

mean as µt = E[rt|ψt] and the conditional variance as σ2
t = Var(ϵt|ψt−1) = E[(rt−µt)

2|ψt−1]

where ψt is the information set available at time t. A GARCH(p,q) with p ≥ 0 and q > 0

can be defined starting assuming that:

rt =
√
σ2
t zt zt ∼ D(0, 1),

then,

σ2
t = ω +

p∑
i=1

αir
2
t−1 +

q∑
j=1

βjσ
2
t−j, (15)

σ2
t = ω + A(L)r2t +B(L)σ2

t , (16)

where ω > 0,
∑p

i=1 αi and
∑q

j=1 βj are the persistence and
∑p

i=1 αi +
∑q

j=1 βj < 1.
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In this analysis would be considered as a baseline model for the GARCH the GARCH(1,1)

model. The realized volatility of financial returns would be captured byt the following

process:

σ2
t = ω + αr2t−1 + βσ2

t−1, (17)

where ω is the constant term of the relation which allows to understand and catch the

long term behavior of the process, α is the parameter which exploits the impact of the

innovation term and β is the autoregressive parameter of the relation.

3.2 Asymmetric GARCH Models

Volatility clustering is a phenomenon observed in financial markets where the magnitude

of absolute (or squared) returns today can provide information about the magnitude of

absolute (or squared) returns in the next period. It suggests that periods of high volatility

tend to be followed by periods of high volatility, and vice versa. One important characteristic

of volatility clustering is its symmetry. It implies that the impact of a positive return is

equivalent to that of a negative return of the same magnitude. In other words, the direction

of the return does not affect the volatility, only its magnitude does. However, GARCH

models offer the flexibility to capture asymmetry in volatility. They allow for the possibility

that positive returns may have a different impact on volatility compared to negative returns.

This feature enables GARCH models to better capture the complex dynamics of financial

markets, where the relationship between returns and volatility is not purely symmetric.

3.2.1 GJR - GARCH

On the economic side it’s arguable that the sign of return does matter: a stock which

register a negative return has the firm’s equity decreased. Assuming a constant value of

the Debt, the leverage of the firm increases making the firm more risky. The leverage effect

implies that a negative return increases volatility more than a positive one of the same

size. Leverage implies that volatility dynamics are asymmetric since it reacts differently to

positive and negative shocks.

Glosten et al. 1993 introduced a new typology of GARCH taking into account the this

leverage effect. We can define the GJR-GARCH(p,q) model as in eq. 17. Assuming:

rt =
√
σ2
t zt ∼ D(0, 1),

then,

σ2
t = ω +

p∑
i=1

(αi + γiIt−i)r
2
t−1 +

q∑
j=1

βjσ
2
t−j, (18)
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It−k =

1 ifr2t < 0

0 otherwise

ω > 0;αi ≥ 0; βj ≥ 0;αi + γi ≥ 0,

Moreover,

p∑
i=1

αi +
1

2

p∑
i=1

γi +

q∑
j=1

βj < 1,

As in the previous model, we are going to examine a baseline GJR - GARCH (1,1)

define in the following way:

σ2
t = ω + αr2t−1 + γIt−1r

2
t−1βσ

2
t−1, (19)

with ω, α, β > 0. The idea behind the following model is that for positive value of returns,

we have exactly the GARCH model, for negative value, instead, we obtain a modified

version of GARCH with a slope equal to α + γ. The model would be the following:

σ2
t =

ω + αr2t−1 + β2
t−1 ifrt−1 > 0

ω + (α + γ)r2t−1 + β2
t−1 ifrt−1 ≤ 0

A slight different version of the GJR - GARCH model is the TARCH model that would

be implemented into the empirical part.

3.2.2 E - GARCH

In this case you don’t have to specify the distribution of return since the E-GARCH, taking

the log of σ, ensure the positivity of it leaving the possibility to choose the distribution of

the innovation. A generic E-GARCH(p,q) model can be define in the following way:

rt =
√
σ2
t zt ∼ D(0, 1),

ln(σ2
t ) = ω +

p∑
i=1

αi(|rt−1|+ γirt−1) +

q∑
j=1

βjln(σ
2
t−j), (20)

In our analysis would be implemented a E-GARCH(1,1) as in eq. 20:

ln(σ2
t ) = ω + α

(
|rt−1|
σt

−m

)
+ γ

rt−1

σt−1

+ β ln(σ2
t−1), (21)

where β ∈ (0, 1) and m = E[zt].
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3.3 Machine Learning Model

Neural networks (NN) are mathematical models inspired by the structure of biological

neural networks, aiming to replicate the behavior of human neurons. The term ”neural

network” often refers to the widely used ”single hidden layer back-propagation network” or

”single-layer perceptron.” In contrast to traditional econometric models, NN offer several

compelling features.

One key advantage is their ability to identify nonlinear patterns in the data without

making any assumptions between input and output variables. This makes them highly

versatile for various applications. NN can also serve as effective approximators of complex

econometric models, providing valuable insights into the underlying relationships in the

data.

Furthermore, NN possess the capability to generalize information learned from training

data, allowing for accurate predictions on unseen data during out-of-sample analysis. This

adaptability and capacity to handle complex, real-world problems make neural networks a

powerful tool in modern data analysis and predictive modeling. In our analysis, the model

would be applied to the realized volatility time series constructed as in Equation (15) using

as feature the time series shifted by one day to the past and as predicted value the time

series not shifted.

Figure 9: Example of simple Neural Network fully connected which is an example of a model
that would be implemented later.

A neural network is a two - stage regression or classification model typically represented

by the Figure 12.
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In our analysis, we can define the following general equation to above diagram:

Zm = σ(α0m + α′
mX), m = 1, . . . ,M, (22)

Tk = β0k + β′
kZ, k = 1, . . . ,M, (23)

fk(X) = gk(T), k = 1, . . . ,M, (24)

where Z = (Z1, Z2, ..., ZM) is a linear combination of the independent variable X

computed with the weight alpha and T = (T1, T2, ..., TM) is a linear combination of the Z.

In our forecasting context, we are dealing with a regression problem, with a single

output unit denoted as Y1 which is the vector within the value of daily realized volatility.

Additionally, we have Z, which is the result of a linear combination of the input variables,

and g serves as the activation function for the hidden layer. As mentioned previously, our

prediction goal is a regression problem. Our focus would be to predict at n different time

steps (1 days ahead) using m different features (in our context would be used the previous

volatility. Let Xn
1 = [1, x1,n, x2,n, ..., xm,n] be the (m+1) x 1 vector with 1 as constant term

of the regression as the input variable for the n-th time step, Zn = [z1,n, z2,n, ..., zq,n] the

q x 1 vector of hidden note and β the q x 1 vector of weights for the connection between

the hidden layer and the output layer with Z as the matrix of the linear combination of

the input variable. ŷn would be the predicted target variable and can be expressed as the

following:

Zn = g(α0 + α′Xn), (25)

Yn = f(β′Zn + β0), (26)

with f and g, respectively, the activation function of output and hidden layer.

The most common activation function are following:

σ(z) =
1

1 + e−z
, ReLU(z) = max(0, z), tanh(z) =

ez − e−z

ez + e−z
,

The aforementioned functions are employed in both the hidden layers and output layers

of the neural network (NN). Understanding the characteristics of these functions is essential

for comprehending their role in the NN architecture.

The sigmoid function is confined within the range of 0 to 1, ensuring that the output is

always within this interval. The ReLU (Rectified Linear Unit) function has a lower bound

of 0, meaning that any negative input values are replaced with 0. On the other hand, the

tanh function is bounded between -1 and 1, guaranteeing that its outputs fall within this

range.

The rationale behind using these activation functions lies in the primary objective of

1The notation would always refers to vector
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NN, which is to capture the non-linearity present in the data. By employing linear functions

as the sole activation functions, the NN would be reduced to a simple regression model.

Introducing non-linear activation functions, such as sigmoid, ReLU, and tanh, enables

the NN to explore and represent the intricate relationships within the independent and

dependent variables, allowing it to tackle more complex patterns in the data.

3.3.1 Gradient descent and backpropagation: fitting a neural network

The NN model has unknown parameters called weights and the idea is to seek values in

order to fit the model on the training data in a proper way. We can define θ the complete

set of weights, which consists of:

{α0m, αm;m = 1, 2, ...,M} M(p+ 1) weights, (27)

{β0k, βk; k = 1, 2, ..., K} K(M + 1) weights. (28)

Another building block of the NN is the existence of a error function which is used to

measure the fit of the model. In this case we can consider the sum - of - square errors as

measure of the fit:

L(θ) =
K∑
k=1

N∑
i=1

(yi,k − fk(xi))
2,

The general method for minimizing L(θ) is known as back propagation, which involves

gradient descent. Due to the structure of the model, the gradient can be efficiently computed

using the chain rule for differentiation, performing both forward and backward sweeps over

the network and keeping track only of quantities local to each unit. In appendix would be

explain the derivation of equation 28:

sm,i = f ′(αT
mxi)

K∑
k=1

βk,mδk,i, (29)

is the back - propagation equation. The idea is that in the forward pass, the current weights

are fixed and the predicted values are computer from the eq. 28. In the backward pass, the

errors δk,i are computed and then back propagated via eq. 28 to obtain errors sm,i.

The main advantages of using back propagation is the simple local nature of the

algorithm. In the algorithm, each hidden unit passes and receives information only to and

from units that share a connection within them. The learning rate γr for batch learning

is usually taken as constant or optimized bu a line search aiming to minimize the error

function within each iteration. This learning rate is a stochastic optimization (Robbins and

Monro 1951) which ensure convergence if γr −→ 0,
∑

r γr and
∑

r γ
2
r <∞. Gradient descent

with backpropagation does not guarantee finding the global minimum of the error function

but rather a local minimum; it may encounter challenges crossing plateaus in the error
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function landscape due to the non-convexity of error functions in neural networks. While

this non-convexity was once considered a significant drawback, some researchers argue that

it is not always problematic in practical problems.

Normalization of input vectors is not mandatory for backpropagation learning, but it

could potentially enhance performance. However, backpropagation does require knowing

the derivatives of activation functions at the time of network design.

3.3.2 Recurrent Neural Network

A Recurrent Neural Network (RNN) is a specialized type of neural network designed

to handle time series or sequences of data. Conventional feedforward neural networks

are suitable for independent data points. However, when dealing with data points that

exhibit dependencies or temporal order, modifications are required in the neural network

to accommodate these dependencies. This is where RNNs come into play, as they are

well-suited to capture and process sequential information in the data. RNNs allow data to

propagate not only from inputs to output but also from hidden layers.

Figure 10: Example of simple Recurrent Neural Network.

In figure 13 it’s shown how a RNN model works: Z depends on the arrows. It not only

depends on the past time - step, but effectively all past time steps through the previous

hidden representation. It’s possible to define the following equation to build a RNN:

Zn = g(α0 + α′Xn + γ0 + γ′Zn−1), (30)

Yn = f(β′Zn + β0), (31)

Where g and f are, as before, the activation function of the hidden and output layer.

Compared to the NNs of the previous section, the vector Zn is not only a combination

of the input but also contains value of the hidden node where γ acts as a connector between
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the vector Zn and Zn−1. Since RNN models are very similiar to the NNs, they can be

trained with backpropagation too.

In the context of neural networks, when computing the gradient with respect to the

previous hidden state (the downstream gradient), the upstream gradient flows through

the tanh non-linearity and is multiplied by the weight matrix. This process is repeated at

every time step as the downstream gradient flows back across time steps. However, this

approach has some drawbacks: firstly, the repeated multiplication by the weight matrix

can cause the gradient to be scaled up or down, depending on the largest singular value of

the matrix. This can lead to issues like exploding gradients if the singular value is greater

than 1 or vanishing gradients if it is less than 1. Secondly, the gradient passes through the

tanh non-linearity, which saturates at the extremes. As a result, the gradient can become

close to zero after passing through the non-linearity, making it difficult for the gradient to

effectively propagate across long sequences. This leads to inefficient optimization.

Although there is a technique to address the exploding gradient problem by clipping

the gradient if it exceeds a certain threshold, it does not fully resolve the limitations of

RNNs for handling long sequences effectively.

As a consequence, the shortcomings of RNNs in handling long sequences have motivated

the development of more advanced architectures like Long Short-Term Memory (LSTM),

which mitigate the issues of vanishing and exploding gradients and have proven to be more

effective in handling long sequences in practice.

3.3.3 Long-Short-Term-Memory

A specific variant of Recurrent Neural Network is the Long-Short Term Memory (LSTM)

model, introduced by researchers such as Hochreiter and Schmidhuber 1997 and Gers et al.

1999. The LSTM model possesses properties akin to a Universal Turing Machine Learner,

making it an intriguing and powerful tool in machine learning. By providing a sufficient

number of units to capture the system’s state and employing an appropriate weighting

matrix to regulate its evolution, the LSTM model has the remarkable capability to mimic

the output of any computable function. This universality underscores the potential of

LSTM networks to handle complex tasks and learn intricate patterns in sequential data.

Regarding RNNs, LSTM models possess the capability to make informed decisions

at each time step during the training process. They can selectively choose which past

information to forget, which information to incorporate, and what to output as results.

Hochreiter and Schmidhuber 1997 developed an algorithm based on three different gate

which, instead of the normal model, consider a forget gate in addiction to the input gate

and the output gate.
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Figure 11: Example of simple Long Short Term Memory Model.

Because of its characteristic, LSTM is largely employed in tasks of sequence processing

like analysing and forecasting time series: they are able to model in accurate manner the

long and short range dependencies in the data. There are several variation of the model

but the one will use in our analysis is the one presented in the Hochreiter and Schmidhuber

1997 work. The framework is the following:

ft = σ(Wf · [ht−1, xt] + bf ), (32)

it = σ(Wi · [ht−1, xt] + bi), (33)

In the LSTMs model, information flows both vertically from the input to the hidden

layer, and horizontally evolving within the third equation below. The central component

of LSTM is Ct, which acts as a memory accumulator, storing state information at time t.

The gates fi and ii can be viewed as the forget and input gates, respectively. The forget

gate fi erases the memory of ct−1 based on the current input xt, the previous state lt−1,

and the memory ct−1. Since the sigmoid function is bounded between 0 and 1, the result of

the linear combination within this layer act as a ”classifier” of the information telling the

model to forget the previous information (when the results is near 0) or to keep it (when

the value is near 1). In contrast, the input gate ii, utilizing the same information, reinforces

or replaces the memory by activating a combination of xt and lt−1.

C̃t = tanh(Wc · [ht−1, xt] + bc), (34)

The first layer (eq. 31) takes as input both current inputs and the past hidden state

with a matrix of weights W to have a linear combination of them and then applying a

sigmoid function to the weighted sum.

Ct = ft · Ct−1 + it · C̃t, (35)
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ot = σ(Wo · [ht−1, xt] + bo), (36)

The component ct uses the hyperbolic tangent (tanh) activation function, and it includes

a constant term as in the previous framework having the same mechanism as the previous

layer. At each time step t, the memory is recomputed, and the LSTM produces the output

ot based on xt, lt−1, and the memory ct.

The last layer in eq. 35 applyes a tahn function to the Ct layer and then pass it to the

output one with output function f :

ht = ot · tanh(Ct) (37)

Yt = f(βht + β0), (38)

The primary advantage of this architecture is that the memory ct is refreshed under the

control of gates, allowing the gradient to be limited to the last stage and preventing it from

vanishing too quickly. This is a well-known limitation in RNN architectures, which can be

effectively addressed by using the LSTM model.

LSTM learning function can be decomposed into multiple steps and each output of

each step can be used as input for the next LSTM step. Sutskever et al. 2014 explore this

possibility applying this ”new” structure to sequence modeling problems.

3.3.4 Convolutional Neural Network

Another type of neural network that can be employed for time series forecasting is the

Convolutional Neural Network (CNN). In structure, CNNs closely resemble regular neural

networks, consisting of interconnected neurons with weights that can be learned from data.

They receive input and produce output, which in our case can be utilized for predicting

volatility, akin to the models described earlier.

Originally, CNNs were developed to enhance image recognition. In 1963, Larry Roberts

first proposed the idea of extracting 3D geometric information from 2D perspective views.

The underlying concept involves representing every image as a matrix of pixels. Formally,

this can be represented by a function f that maps from R2 to R, assigning values to each

combination (x, y) that defines the matrix. By taking images as input, the model can

encode several properties into the network, reducing the number of parameters required to

identify the image. CNNs arrange their neurons in three dimensions: width, height, and

depth. Each layer transforms its 3D input volume into a 3D output volume of neurons

using activation functions within the layers.

The main distinction between RNNs and CNNs lies in the implementation of three new

types of layers that the model can use to improve the forecasting of the target variable.

Specifically, CNNs utilize convolutional layers, pooling layers, and fully connected layers.

These specialized layers enable the CNN to better extract meaningful features from the
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data, making them particularly effective for image recognition and other tasks where local

patterns play a significant role.

The convolutional layer uses filters that perform convolution operation as it scan the

input I (the vector/matrix of the time series) defining the hyperparameters including the

filter size F and the stride S. The resulting output is a activation map. The pooling layer,

instead, is a downsampling operation which is applied after a convolutional layer which

does some spatial invariance. The fully connected layer operates on a flattened input where

each input is connected to all neurons.

For the convolutional layer, we have a NxN square neuron layer which is followed by the

aforementioned layer. We have a mxm filter ω which allow us to define a output layer of

dimension (N-m+1) x (N-m+1). In order to compute the pre - nonlinearity input to some

unit xli,j in our layer, we need to sum up the contributions from the previous layer cells:

xli,j =
m−1∑
a=0

m−1∑
b=0

ωa,by
l−1
(i+a)(j+b), (39)

and then applying the activation function to the output:

yli,j = f(xli,j),

where xli,j is the vector of input and yli,j is the output and f is the activation function.

The pooling layer is not a part of the model used to learn from the data: they only

operate a selection of k x k region of the input returning a single value which is the maximum

of that particular region. Having a NxN input, they return a N
k
x N

k
layer. Also for the

CNNs, the model works with back propagation.

3.4 Scaling variables and Data Splitting

In order to understand which model would be the optimal one in predicting volatility, we

need to split the dataset into three different subset. The three sample are named training,

validation and test set and they are used by the model to train and then to choose which

model perform the best into data that the model hasn’t seen before.

We split the dataset into training, validation and test set, with a rule of 70%, 15% and

15% of the dataset which correspond to the following date:

• from 1928-01-04 to: 1994-07-26 (16703 days)

• from: 1994-07-27 to: 2008-10-09 (3579 days)

• from: 2008-10-10 to: 2022-12-29 (3580 days)

Here the visualization of the data split:
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Figure 12: In Figure 12 is reported the Realized volatility before scaling with the Equation
40.

This approach ensures that our model undergoes validation on a dataset as extensive

as the test set, capturing at least one major disruptive event in each set, such as the

Great Depression, the 2008 financial crisis, and the recent pandemic-induced downturn.

Moreover, an important features of machine model is to scale the independent variable.

Scaling variables is a critical preprocessing step that has numerous important advantages

in the context of machine learning models. This procedure, which involves converting a

dataset’s numerical properties to a standard scale, is crucial for improving the efficiency

and performance of different algorithms. In the optimization phase, when machine learning

algorithms look for the model parameters that reduce error, scaling has a number of

important advantages. We ensure that no characteristic dominates others due to disparities

in their scales by scaling the variables. The optimization procedure converges more quickly

as a result, hastening the training of the model and enhancing its prediction skills.

This procedure is a crucial step in getting data ready for machine learning models, to

sum up. By harmonizing the features, we promote more efficient optimization, reduce

inaccurate distance estimations, apply regularization consistently, and improve model

performance as a whole. The whole process would be implemented only for the Machine

Learning part since scaling returns could affect time series properties and affect GARCH

model’s predictabily power.

In our analysis and only for the machine learning analysis, we are going to scale the

features in the following way:

x̃i,t =
2 ∗ (xi,t −mint(xi,t))

maxt(xi,t)−mint(xi,t)
− 1, (40)

Here is reported the realized volatility before and after the scaling and the full sample

scaled and splitted into training, validation and test set.
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Figure 13: In Figure 13 is reported the Realized volatility after scaling with the Equation 40.
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4 Results

In the upcoming section, we’ll showcase the findings from our empirical study. Our primary

objective is to evaluate the predictive capabilities of various models and leverage their

forecasts to devise a portfolio strategy that outperforms the S&P 500 Index.

We initiated our investigation with the estimation of econometric models. Our study

encompasses six distinct models: GARCH(1,1), GJR-GARCH(1,1), a TARCH(1,1), and a

E-GARCH(1,1). The subsequent phase of our analysis delves into neural network modeling.

Here, we’ll implement a basic fully-connected ANN, a single-layer LSTM with 20 units, a

bi-directional LSTM with two layers (32/16 units), and a hybrid CNN model featuring one

convolutional layer followed by two LSTM layers. For the LSTM models, we’ll test with

two different window lengths for past observations: 14 days and 30 days.

RMSE =

√√√√ 1

n

n∑
t

(σ̂t − σt)2,

MSE =
1

n

n∑
t

(σ̂t − σt)
2,

MAE =
1

n

n∑
t

|σ̂t − σt|,

Given the nature of the performance measure, the MSE, which squares the error, is sensitive

to outliers. This is because squaring the error can amplify large deviations, especially

outliers. As such, larger discrepancies will lead to a higher value in the measure, capturing

the impact of these outliers. RMSE too but the outliers penalize less the value of the

measure. MAE, instead, is the mean of the absolute value which implies that each error

influences MAE in direct proportion making it less sensitive to the outliers.

4.1 GARCH Model

In-sample performance

We estimated each of the following GARCH model in the training sample from the 4th of

January 1928 to the 26th of July 1994. We parameters we got are the following:

According to all the valuation criteria, the best performer of the Garch class of models,

i.e. the model with minimum value of RMSE/MSE/MAE is the Tarch (1,1).
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GARCH GJR-GARCH TARCH EGARCH

Par. Coef. t-value Coef. t-value Coef. t-value Coef. t-value

ω 7.2946e-03 4.3 8.2670e-03 4.1 0.02 2.5 8.4038e-03 4.4
α 0.0894 7.0 0.0450 6.0 0.0501 5.2 0.165 9.1
β 0.91 78.9 0.917 82.6 0.914 47.6 0.989 448.7
γ - - 0.0714 4.9 0.0715 4.9 -0.0563 -5.8

Table 3: This table shows the estimated parameters of the given GARCH models estimated
on the Training set.

Model Training RMSE Training MSE Training MAE
GARCH(1,1) 0.802 0.642 0.556
GJR - GARCH(1,1) 0.802 0.643 0.556
E - GARCH(1,1) 0.783 0.613 0.545
TARCH(1,1) 0.771 0.593 0.531

Table 4: Training performance metrics for the specified GARCH models with constant mean
and normal distribution.

(a) Garch model. (b) GJR - Garch model

(c) E - Garch model (d) Tarch model

Figure 14: In this figure is reported the estimation of the conditional volatility of the log
return of the SP500
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Out-of-sample performance

The primary objective of evaluating in-sample performance (using the training set) is to

discern which model most accurately aligns with the data. However, a significant limitation

of this method is its focus solely on past performance. The essence of forecasting is to

gauge a model’s capability to predict forthcoming results. The GARCH family of models

we assessed displayed the following performance:

Model Validation RMSE Validation MSE Validation MAE

GARCH(1,1) 0.786 0.618 0.603
GJR-GARCH(1,1) 0.759 0.576 0.581
E-GARCH(1,1) 0.789 0.624 0.622
TARCH(1,1) 0.789 0.622 0.621

Table 5: Validation metrics for different GARCH models. All the models have mean zero
and normal distribution

(a) Garch model. (b) GJR - Garch model

(c) E - Garch model (d) Tarch model

Figure 15: In this figure is reported the conditional volatility estimated on the validation set.

After the estimation and the analysis, we also perform a residual diagnostic. We perform

the test on the best model we had considered which is the GARCH (1,1). The test we

conduct is a ARCH - LM test.
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Metric Value

LM Statistics 89.26
LM Test p - value 0.000

Table 6: Validation metrics for different GARCH models. All the models have mean zero
and normal distribution

At a significance level of 1%, the test suggests that there’s no evidence against the null

of no conditional heteroskedasticity in the standardized residuals.

4.2 Machine Learning Model

The methodology applied in the Econometric section is also adopted for Machine Learning.

In this results segment, we will examine the predictive capacity of the machine learning

model, maintaining the same training and validation set division. Usually, when working

with Neural Networks, they are feed inputting all datapoints simultaneously. In our case

is implemented a rolling lookback window to standardize input arrays and corresponding

outputs. This entails that to procure future predictions for one time step, it’s essential to

collect the previous n datapoints, ranging from time step t n + 1 to t. For all the model

is considered a past window of 14 and 30 days.

The LSTMs are constructed with the aid of Keras, an open-source Python library. In

every model, we employed the ”ReLu” activation function, maintaining it unchanged for

the output layer. We utilized the ”Adam” optimizer, a nuanced variant of the mini-batch

gradient descent that modifies the learning rate with each iteration.

In-of-sample performance

As shown in table (7), based on our analysis, the Simple Linear Regression Fully Connected

Neural Network emerges as the most suitable model, boasting the best scores across all

three performance metrics. Interestingly, the use of both forward and backward windows

doesn’t seem to enhance the model’s predictive performance.

One significant takeaway from these results is the superior predictive prowess of the ML

model for such variables. The flexibility in volatility estimation provided by ML models

contrasts with econometric models that often smooth out daily realized volatility. ML

models aptly capture the mean-reverting nature of volatility, signifying a swift return to

the mean following disturbances. However, a potential pitfall of these models might be

overfitting, where they excel in explaining the training data but falter with the validation

set.
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Model Training RMSE Training MSE Training MAE
Model 1, n past=14 0.0432 0.00187 0.0296
Model 1, n past=30 0.0435 0.00188 0.0301
Model 2, n past=14 0.0434 0.00188 0.0300
Model 2, n past=30 0.0434 0.00189 0.0301
Model 3, n past=14 0.0432 0.00189 0.0301
Model 3, n past=30 0.0434 0.00190 0.0300
Model 4, n past=14, batch=64 0.0434 0.00188 0.0299
Model 4, n past=30, batch=64 0.0433 0.00187 0.0300

Table 7: Training metrics for various models. Model 1 = Simple LR Fully Connected NN;
Model 2 = LSTM 1 layer 20 units; Model 3 = 2 layers Bidirect LSTM (32/16 units); Model
4 = 1 Conv1D 2 Bidirect LSTM layers.

Out-of-sample performance

The out-of-sample metrics in the table provided in the Appendix reinforce our prior insights:

ML metrics are lower, demonstrating a superior capability to grasp the smoothness of daily

realized volatility.

Model Validation RMSE Validation MSE Validation MAE
Model 1, n past=14 0.0508 0.00258 0.0302
Model 1, n past=30 0.0512 0.00262 0.0304
Model 2, n past=14 0.0514 0.00264 0.0304
Model 2, n past=30 0.0514 0.00263 0.0304
Model 3, n past=14 0.0513 0.00264 0.0304
Model 3, n past=30 0.0513 0.00263 0.0303
Model 4, n past=14 0.0513 0.00263 0.0304
Model 4, n past=30 0.0511 0.00261 0.0302

Table 8: Validation metrics for various models. Model 1 = Simple LR Fully Connected
NN; Model 2 = LSTM 1 layer 20 units; Model 3 = 2 layers Bidirect LSTM (32/16 units);
Model 4 = 1 Conv1D 2 Bidirect LSTM layers.

It is possible to find the value of the MSE and RMSE in both training and validation

for different epochs. The forecast value for all models in the validation set is also given.

In figure (...) is reported the value for each epochs of MSE and RMSE:

In the Figure (...) is reported the predicted value of the best model within both classes

of model with a focus for the last year in order to get a better comprehension of the

prediction of the model.

4.3 Strategy Construction

After identifying the optimsal model for forecasting daily realized volatility, we devised a

strategy to leverage the predictions from the test set. We crafted a strategy grounded on

the mean-reverting nature of volatility. Initially, we calculated a 50-day rolling mean to
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Figure 16: Simple Linear Regression Fully Connected Neural Network metrics.

Figure 17: Simple Linear Regression Fully Connected Neural Network predicted value on
test set.

trace the trend of the realized volatility. Upon establishing this, we compared the forecasted

volatility value to its corresponding prior rolling mean to discern the likely behavior for that

day. If the predicted volatility was below the rolling mean, we opted to buy the S&P500.

Conversely, if it was higher, we decided to sell the index; otherwise, we maintained our

position. Beginning with an initial investment of $10,000 at the start of the test set, the

investment’s value would now be $20,130.55. Investing the same amount in the S&P500

over the same period would have yielded $17,599.77. Thus, our strategy outperformed the

S&P500 by 14.38%.
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Figure 18: Investment in S&P500 and Strategy.

5 Conclusion

This study offered a side-by-side examination of various model types and their predictive

capacities. Specifically, we delved into the forecasting prowess for one-day-ahead realized

volatility using the GARCH model and its variations, as well as the LSTM model and

its adaptations. Our data consisted of daily closing prices for the SP500, spanning from

01/04/1928 to 29/12/2022. Our primary goal was to concentrate on this singular index

and assess the diverse predictive capabilities of the models for it.

Our empirical study divided the entire dataset into two segments: an in-sample section

for estimating model parameters and an out-of-sample section for forecasting with the model.

The in-sample segment comprises 20,282 daily observations, ranging from 04/01/1928 to

09/10/2008, whereas the out-of-sample portion contains 3,580 daily observations from

10/10/2008 to 29/12/2022. Broadly speaking, our findings indicate that Machine Learning

models are more proficient than econometric models in capturing the dynamics of the

index’s realized volatility across both subsets. Notably, the most effective econometric

model, GJR-GARCH (1,1), was surpassed by every Machine Learning model. The GJR-

GARCH model had a validation MSE of 0.576, while the average validation MSE for the

Machine Learning models was a mere 0.0026.

Such on outperformance may be explained by the greated ability of Artificial Neural

Network in LSTM model to detect nonlinear patterns and relationships between input and

output variables. In our work we also demonstrated the possibility to use prediction to

construct a strategy capable to beat the S&P500 with higher performance (+14.38%.).

Future research may be conducted in order to improve these particular models by

introducing new particular types of algorithms or to increase the frequency of the daily

data available in order to obtain a better estimate of daily realised volatility.
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Appendices

A Methodology

A.1 GARCH(p,q) as ARCH (∞)

The GARCH (p,q) regression is derived considering the following:

ϵt = yt − x′tb

Moreover, you can rewrite the equation (13) as:

σ2
t −

q∑
j=1

βjσ
2
t−j = ω +

p∑
i=1

αir
2
t−1

(1−B(L))σ2
t = ω + A(L)r2t

so, if the roots of (1−B(L)) exits, it’s possible to write:

σ2
t = ω(1−B(L))−1 + (1−B(L))−1A(L)r2t

σ2
t = ω(1−B(L))−1 +D(L)r2t

σ2
t = ω

(
1−

q∑
j=1

βj

)−1

+
∞∑
i=1

δir
2
t−1

since the term D(L) = (1−B(L))−1A(L), it’s possible to write the relation in the following

way:

δi = ωi +
n∑

j=1

βjδi−j

The GARCH (p,q) process is wide - sense stationary with E[ϵt] = 0, V ar[ϵt] = ω(1−A(1)−
B(1))−1 and cov(ϵt, ϵs) for t ̸= s ⇔ A(1) + B(1) < 1

A.2 Back - propagation gradient derivation

Let zm,i = f(α0m + αT
mxi) and let zi = (z1,i, z2,i, ..., zM,i). Then,

R(θ) =
N∑
i=1

Ri

and so,

R(θ) =
K∑
k=1

N∑
i=1

(yi,k − fk(xi))
2,
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with derivatives,

∂Ri

∂βk,m
= −2(yi,k − fk(xi))g

′
k(β

T
k zi)zm,i . . . ,M (41)

∂Ri

∂αm,l

= −
K∑
k=1

−2(yi,k − fk(xi))− g′k(β
T
k zi)βk,mf

′(αT
mxi)xi,l (42)

Given the above derivatives, a gradient descent update at the (r+1)st iteration has

form:

β
(r+1)
k,m = β

(r)
k,m − γr

N∑
i=1

δRi

δβ
(r)
k,m

(43)

α
(r+1)
m,l = α

(r)
m,l − γr

N∑
i=1

δRi

δα
(r)
m,l

; (44)

where γ is the learning rate. We can rewrite the relation ... as:

∂Ri

∂βk,m
= δk,izm,i . . . ,

∂Ri

∂αm,l

= sm,ixi,l

The quantities δk,i and sm,i are the errors from the current model output and hidden layer

units.
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B Results Appendix: History and predicted value

(a) Fully connected Neural Network. (b) Fully connected Neural Network.

(c) 1 layer LSTM (d) 1 layer LSTM

(e) 2 layer Bidirectional LSTM (f) 2 layer Bidirectional LSTM

(g) 1 Convolutional 2 Bidirectional LSTM (h) 1 Convolutional 2 Bidirectional LSTM

Figure 19: In this figure is reported the value for the MSE and the RMSE for every Deep
Learning model on training and validation set.
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(a) Fully connected Neural Network, 14 window.(b) Fully connected Neural Network, 30 window

(c) 1 layer LSTM, 14 window (d) 1 layer LSTM, 30 window

(e) 2 layers Bidirectional LSTM (f) 2 layers Bidirectional LSTM

(g) 1 Convolutional 2 Bidirectional LSTM (h) 1 Convolutional 2 Bidirectional LSTM

Figure 20: In this figure is reported the fitted value for the for every Deep Learning model
on the validation set.

45



REFERENCES

References

T. G. Andersen and T. Bollerslev. Heterogeneous information arrivals and return volatility

dynamics: Uncovering the long-run in high frequency returns. The Journal of Finance,

52(3):975–1005, 1997. doi: https://doi.org/10.1111/j.1540-6261.1997.tb02722.x. pages 9,

13

T. G. Andersen and T. Bollerslev. Answering the skeptics: Yes, standard volatility models

do provide accurate forecasts. International Economic Review, 39(4):885–905, 1998. ISSN

00206598, 14682354. pages 9

T. G. Andersen, T. Bollerslev, F. X. Diebold, and P. Labys. Modeling and forecasting

realized volatility. Econometrica, 71(2):579–625, 2003. doi: https://doi.org/10.1111/

1468-0262.00418. pages 9

T. G. Andersen, T. Bollerslev, and N. Meddahi. Analytical evaluation of volatility forecasts.

International Economic Review, 45(4):1079–1110, 2004. ISSN 00206598, 14682354. pages

9

T. G. Andersen, T. Bollerslev, and F. X. Diebold. Roughing It Up: Including Jump

Components in the Measurement, Modeling, and Forecasting of Return Volatility. The

Review of Economics and Statistics, 89(4):701–720, 11 2007. ISSN 0034-6535. doi:

10.1162/rest.89.4.701. pages 9
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